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Abstract—Business Process Execution Language for Web Services (BPEL) is becoming the industrial standard for modeling web service-based business processes. Behavioral compatibility for web service composition is one of the most important topics. The commonly used reachability exploration method focuses on verifying deadlock-freeness. When this property is violated, the states and traces in the reachability graph only give clues to re-design the composition. The process must then repeat itself until no deadlock is found. In this paper, multiple web services interaction is modeled with a Petri net called Composition net (C-net for short). The problem of behavioral compatibility among web services is hence transformed into the deadlock structure problem of a C-net. If services are incompatible, a policy based on appending additional information channels is proposed. It is proved that it can offer a good solution that can be mapped back into the BPEL models automatically.
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I. INTRODUCTION

SERVICE oriented architecture (SOA) [1-2] has evolved to become a promising technology for the integration of disparate software components using Internet protocols. Web Services Description Language (WSDL), Universal Description, Discovery, and Integration (UDDI) and Simple Object Access Protocol (SOAP) are three core standards for web service description, registration and binding respectively. After a provider offers a service by publishing its description at UDDI, a requestor queries UDDI in order to discover a suitable service to perform a certain task.

Most of the time, multiple web services need to invoke each other dynamically to accomplish service requestor’s manifold requirements. Orchestration and choreography [3] are two different viewpoints for web service interaction. The former considers one particular service that directs the logical order of all other services while the latter considers the case where individual services work together in a loosely coupled network.

Hull and Su [4] give an overview of the current work on service composition. Business Process Execution Language for Web Services (BPEL) [5] represents a merge of the web services flow language of IBM and the extensible language of Microsoft. It is the most widely used language for web service orchestration and choreography. A BPEL model has three different kinds of activities [6-8]. Basic activities perform simple operations. Structured ones consist of basic activities that impose a certain execution sequence. Others deal with exceptions and alarms. The web service interactions are specified by BPEL. Although the specification, composition, and execution of BPEL processes are well supported by various vendors, the analysis of those models, especially compatibility is still an open problem.

There are mainly two compatibility considerations [9-10]. First, syntactically, web services can be composed only if the provided interfaces specified by WSDL with port types, operations, and message types match the required interfaces of the other web services. The second one is behavioral including equivalence and usability. Two web services are equivalent if one service can be replaced by another while the remaining components stay unchanged. Web services are usable if the interaction among them guarantees compatibility. Since the interaction of BPEL processes mirrors the interaction of web services, we do not distinguish them in the rest of the paper.

This paper proposes a Petri net-based analysis technique and corresponding policy to deal with behavioral incompatibility for the implementation purpose. The rest of the paper is organized as follows: Section II reviews the current research work on BPEL processes from both syntactic and behavioral perspectives. Section III proposes a Petri net called C-net to model multiple web service interaction. Section IV performs the structural analysis of C-nets and proposes a policy based on appending additional information channels for an incompatible C-net. Section V describes and compares different implementations for the compatibility of a C-net. Section VI validates the analysis results and solution by a real example. Finally, Section VII concludes the paper.
II. RELATED WORK

A. Syntactic requirement

The syntactical compatibility refers to the conformance of signatures between the two web services. For instance, if one web service invokes an operation of the second one, it is necessary that the parameters, and their number and type of the first and second ones match. Data-driven based methods are often adopted for the syntactic consideration. Data mapping is to relate equivalent data elements of two messages so that two interfaces that belong to different services can be linked. Two services can be composed by specifying the output message of one interface as the mirror image of the input message of another one. In order to solve the problems of integrating data models and message formats, Extensible Stylesheet Transformations (XSLT) can be used. Through constructing an adapter or mediator on either request-side or service-side based on XSLT, after message transformation is performed on either side, the gap between cooperating data structures in different web services is reduced or eliminated. Nezhad et al. propose a solution for mismatches between service interfaces based on schema matching [11]. They first identify the relationships between messages in partner web services and then specify mapping functions. Our previous work [12] proposes a method to automatically check and mediate the messages sent and received by two web service parties during the interaction. Moreover, web service choreography description language also provide simple mechanisms at the global model level for connection and adaptation. Although the above studies consider whether web services can understand each other in terms of message syntax and form, the assumption that the interaction logic among web services can coincide may not hold in practice.

B. Behavioral requirement

Merely satisfying syntactic requirement is not enough for successful interaction. The following motivating scenario comes from the composition of a customer and an online shop service [13]. Although it is a simple excerpt of a real business scenario, it is illustrative enough to explain the proposed concept, algorithm and result.

In Fig. 1, a customer waits for a product before paying the bill while the online shop waits for payment before sending it. Suppose that two parties are compatible in invoking interfaces for delivery and payment information and the message structure for the interfaces is also the same, e.g., delivery date is of a time type and product number is of an integer type. However, the interaction between them leads to a deadlock. In Fig. 2, although the two parties agree on Pay-on-Delivery, web service for the online shop cannot terminate appropriately when a customer chooses to pay by VISA while the online shop waits to be paid by eCash. This kind of problems is also classified as a non-local choice problem [14]. Thus the behavior of web services must be taken into account when analyzing the compatibility of web services.

Since the textual specification of BPEL is not suitable for computer aided verification for behavior incompatibility, current methods mainly follow two steps, i.e., modeling and analysis. There is a plethora of modeling methods, e.g., abstract state machines [19], finite state machines [17, 20], process algebra and pi-calculus based approaches [21]. Bordaux et al. [22] use labelled transition system to formalize the behavior of web services. Wohed et al. [15] propose an analysis of BPEL in terms of a set of workflow patterns. By extracting the interaction message, Foster et al. [16] propose a model-based approach to verify web service composition by using message sequence charts. Heckel and Mariani [18] propose a test-based method to check whether a web service with respect to a set of graph transformation rules can satisfy the interaction operations.

As an appropriate method for modeling and analyzing distributed business processes [23], Petri nets are also an adequate modeling tool for web service behavior. As shown in [24], they are able to define and verify usability, compatibility and equivalence of web services. In particular, their semantics for BPEL are proposed [24-32]. Since BPEL is becoming the industrial standard for modeling web service based business processes, a Petri net based method is thus directly applicable to real world examples. Almost all of the above formalisms cover basic and structured activities of BPEL, while only some of them, e.g., [24, 30] cover event and exception handling. A brief comparison is as follows.

Ouyang et al. [25] transform BPEL into Petri nets represented in the Petri nets markup language and perform
WofBPEL to support three types of analysis, i.e., reachability analysis, competing message-consuming activities and garbage collection of queued messages by generating the full state space. They adopt Petri net reduction rules to reduce a model before generating its state space [26]. Lohmann et al. adopt open workflow nets (oWFN) [27-29] for modeling BPEL processes and automatically analyze the interactional behavior of a given oWFN. Hinz et al. propose a parser to automatically transform a given BPEL process into a Petri net [30] and perform model checking.

Martens [31-32] proposes a BPEL annotated Petri nets (BPN) and presents a decision algorithm for the controllability of a BPN model based on a communication graph (c-graph). A c-graph is a directed, bipartite graph in which nodes denote reachable states of the BPN and edges denote messages that the BPN is able to send or receive. Martens transforms the check of interaction between the composed BPEL processes into the verification of deadlock-freeness of a BPN. After all parts that yield a deadlock are cut off, the remaining part of BPN is proven to be controllable. As shown in Fig. 3, Martens’ system starts from a given set of BPEL processes. The next steps are: (1) Transform each BPEL process into a BPN. (2) Compose all BPN models and reduce them to speed up analysis. (3) Generate and analyze the c-graph of the composed BPN. (4) Based on the related states and traces in case of incompatibility, re-design the composition.

König et al. [29] point out that the BPEL specification distinguishes two kinds of business processes, i.e., executable and abstract. Most of the previous work [24-32] focuses on abstract ones. Their work permits the occurrence of incompatible cases. When it happens, it is detected by the analysis method based on the Petri net-based model, and then, two BPEL profiles for composition re-design can be applied, i.e., the abstract process profile for observable behavior from bottom-up viewpoint and the abstract process one for templates from top-down viewpoint. Their main idea is to substitute an erroneous service with a correct one. The efficiency of this “substitute” based approach depends upon how to find out the exactly right web service from thousands of candidate web services with the exact behavior that conforms to the other web services. In general, these methods may become complex, considering that a single error of a certain web service may collapse the compatibility of the whole BPEL process.

The main contribution of our paper is that as we analyze the model through structural properties instead of the reachable states, we can impose constraints on the model to prevent it from reaching incompatible states. Since we do not need to search other replaceable web services and the new model can be transformed back to code in BPEL in order to guarantee the compatibility automatically, this modification based approach is more efficient than the existing “substitute” based ones.

Although the compatibility problem for web service interaction is similar in some way to the traditional deadlock problem in flexible manufacturing systems (FMS) [33-34], they are not totally the same. Firstly, the pre-conditions that must be held for a deadlock to occur are totally different. Four conditions [35], i.e., mutual exclusion, no preemption, wait for condition and circular wait, must be held for a deadlock in FMS to occur. However, the web service incompatibility is mainly attributed to the erroneous web service behaviors. Secondly, since deadlock in FMS is caused by an inappropriate allocation of resources to concurrently executing processes, the deadlock problem can be solved in many cases by increasing the number of shared resources. Web services can be made to be compatible by adding information channels, or they are just incompatible at all. Thirdly, compared with the relatively fixed working processes in FMS, the routes in BPEL are much more flexible. There are a large number of choices of services with different behaviors that can provide the same syntactic interfaces.

III. MODELING WEB SERVICES INTERACTION WITH PETRI NETS

We assume that a reader is familiar with basic Petri nets [33-37]. The following definition is used.
Definition 1: A Petri net is a 3-tuple, \( N = (P, T, F) \) where:

i. \( P = \{ p_1, p_2, \ldots, p_n \} \), \( n > 0 \), is a finite set of places pictured by circles;

ii. \( T = \{ t_1, t_2, \ldots, t_m \} \), \( m > 0 \), is a finite set of transitions pictured by bars, with \( P \cup T \neq \emptyset \) and \( P \cap T = \emptyset \);

iii. \( F \subseteq (P \times T) \cup (T \times P) \) is the incidence relation. Based on \( F \), we can derive the input and output functions which are \( m \times n \) matrices, \( I : P \times T \rightarrow \{0, 1\} \) is an input function. \( I(p, t) = 1 \) if \( (p, t) \in F \); and 0 otherwise. \( O : P \times T \rightarrow \{0, 1\} \) is an output function. \( O(p, t) = 1 \) if \((t, p) \in F \); and 0 otherwise.

Postset of \( t \) is the set of output places of \( t \), i.e., \( t^* = \{ p|O(p, t) = 1, t \neq 0 \} \). Preset of \( t \) is the set of input places of \( t \), i.e., \( t^\prime = \{ p|I(p, t) = 1, t \neq 0 \} \). Post (Pre) set of \( p \) is the set of output (input) transitions of \( p \), denoted by \( p^* \) and \( p^\prime \) respectively. \( \{ t \} \) and \( \{ t^* \} \) are defined as the number of input and output places, respectively.

Given \( Q \subseteq P \), \( Q = \bigcup_{p \in Q} p^* \) and \( Q^\prime = \bigcup_{p \in Q} p^\prime \). \( \{ t \} = \bigcup_{t \in Q} t^* \).

\[ M : P \rightarrow \mathbb{Z}^+ \text{, is a marking where } M(p) \text{ represents the number of tokens in place } p \text{ and } \mathbb{Z}^+ = \{0, 1, 2, \ldots \}. \]

An initial marking is denoted by \( M_0 \). Tokens are pictured by dots. \( (N, M) \) is called a net system or marked net. \( p \) is marked by \( M \) iff \( M(p) > 0 \). A place subset \( S \subseteq P \) is marked by \( M \) iff at least one place in \( S \) is marked. The sum of tokens in all places in \( S \) is denoted by \( M(S) = \sum_{p \in S} M(p) \). A transition \( t \in T \) is enabled under \( M \), if and only if \( \forall p \in t^* : M(p) > 0 \), denoted as \( M[t] > 0 \). If \( M[t] > 0 \) holds, \( t \) may fire, resulting in a new marking \( M' \), denoted as \( M[t] > M' \), such that \( M'(p) = M(p) - 1 \) if \( \forall p \in t \setminus t^* : M'(p) = M(p) + 1 \) if \( \forall p \in t \setminus t^* \) and otherwise \( M'(p) = M(p) \).

\( M' \) is reachable from \( M \) iff there exists a firing sequence \( \sigma = t_1 \cdots t_n \) such that \( M[t_1] > M[t_2] > \cdots > M[t_n] > M' \) holds. The set of markings reachable from \( M_0 \) in \( N \) is denoted as \( R(N, M_0) \). Given a marked net \( (N, M_0) \), \( t \in T \) is live under \( M_0 \) iff \( \forall M \in R(N, M_0), \exists M' \in R(N, M), M[t] > M' \) holds. \( N \) is dead under \( M_0 \) iff \( \forall t \in T, M_0[t] > 0 \) cannot hold.

\[ N_{c} = (P_x, T_x, F_x) \text{ is a subnet of the Petri net } N = (P, T, F) \text{ iff } P_x \subseteq P, T_x \subseteq T \text{ and } F_x = F \cap \{(p_x, t_x) \cup (t_x, p_x) \}. \]

\( N_{c} \) is generated by \( P_x \) iff \( T_x = P_x \cup P_x^\prime \). Note that Petri net is called a state machine iff \( \forall t \in T, t^* = t^* \).

A P-vector is a column vector \( X : P \rightarrow \mathbb{Z} \), indexed by \( P \) and a T-vector is a column vector \( Y : T \rightarrow \mathbb{Z} \), indexed by \( T \), where \( \mathbb{Z} \) is the set of integers. The incidence matrix of \( N \) is a matrix \( [N] = I \), \( X \) is a P-invariant (place invariant) iff \( X \neq 0 \) and \( X[N] = 0^T \). \( Y \) is a T-invariant (transition invariant) iff \( Y \neq 0 \) and \( [N]Y = 0 \), \( \|X\| = \{p \in P \mid X(p) \neq 0\} \) and \( \|Y\| = \{t \in T \mid Y(t) \neq 0\} \) are called the support of \( X \) and \( Y \) respectively.

A nonempty place set \( S \subseteq P \) is called a siphon iff \( S^\prime \subseteq S \). A siphon is minimal iff there does not exist a siphon \( S^\prime \subset S \). If a minimal siphon does not contain the support of any P-invariant of a net \( N \), it is called strict minimal siphon (SMS). Suppose that \( S \subseteq P \) is a siphon of \( N = (P, T, F) \) and \( X \) is a P-invariant, \( S \) is controlled by \( X \).

\[ \text{Definition 2: A simple sequential workflow net (SSN) is a Petri net } N = \{P \cup \{\alpha, \beta\}, T, F\} \text{ iff:} \]

i. \( N \) has two special places: \( \alpha \) and \( \beta \) where \( \alpha \) is a source place \( \alpha^* = \emptyset \) and \( \beta^* = \emptyset \).

ii. If we add a new transition \( t \) to \( N \) which connects \( \alpha \) with \( \beta \), i.e., \( t^* = \beta^* = \emptyset \), then the resulting extended net \( \mathcal{N} = (P, T, \mathcal{F}) \) where \( \mathcal{F} = F \cup \{\alpha, (\beta, t), (t, \alpha)\} \), is a strongly connected state machine.

iii. Every circuit of \( N \) contains \( t \).

\[ \text{Definition 3: A workflow module net (WMN) is an extended Petri net } N = \{P \cup P_t \cup P_{o}, T, F\}, \text{ where:} \]

i. The subnet generated by \( P \) is a sound SSN,
ii. \( P_i \) and \( P_o \) denote the input and output interfaces for the workflow module respectively. \( P_i \neq \emptyset \), \( P_o \neq \emptyset \), \( P_i \cap P_o = \emptyset \) and \( (P_i \cup P_o) \cap P = \emptyset \).

iii. The following statements are true

a) \( \forall p \in P_i, \ p^* \cap P \neq \emptyset \)

b) \( \forall p \in P_o, \ ^*p \cap P \neq \emptyset \)

c) \( \forall p \in (P_i \cup P_o), \ ^*p \cap p^* = \emptyset \)

d) \( M_o(\alpha) = 1 \) and \( M_o(p) = 0 \), \( \forall p \neq \alpha \)

iv. We define \( P \) as the set of process places and \( P_i \cup P_o \) as the set of interface places. The initial marking of a WMN follows that of its SSN according to condition iv.

Definition 4: Two WMN \( N_j = \{P_j \cup P_{i1} \cup P_{o1}, T_{j1}, F_j\} \), \( j \in \{1, 2\} \) are composable, iff \( P_i \cap P_o = \emptyset \), \( T_i \cap T_o = \emptyset \) and \( (P_i \cup P_o) \cap (P_i \cup P_o) = P_E \neq \emptyset \). For every \( p \in P_E \), if \( x \in ^*p \) and \( y \in p^* \), we call \( (x, p, y) \) an information channel. The 2-member Composition net (C-net) denoted as \( N = N_1 \cap N_2 \) is defined as follows:

i. \( P = P_1 \cup P_2 \),

ii. \( P_j = \{P_i \cup P_{i1} \cup P_{i2}\} \cup P_{Ej} \), \( P_o = \{P_o \cup P_{o1} \cup P_{o2}\} \cup P_{Eo} \),

iii. \( T = T_i \cup T_j \), and

iv. \( F = F_i \cup F_j \).

Two WMN \( N_1 \) and \( N_2 \) are composable when they interact through a set of common places. For example, if \( P_{i2} \cap P_{o1} = P^* \neq \emptyset \), \( N_i \) sends information through the set of interfaces \( P^* \) that is received by \( N_2 \).

We then show how we model web service interaction with WMNs. We assume that the compatibility with the syntactic level is satisfied, i.e., the input and output interfaces have the same port types, operations, and message types. We divide the basic structures in BPEL, i.e., receive, reply, invoke, assign, throw, terminate, wait and empty into two categories. The first category is internal behavior that includes assign, throw, terminate, wait and empty. The second category is external behavior that includes receive, reply and invoke. Basic structures in the first category are not related to the interaction between different web services and we model them as a single transition in WMN. Basic structures in the second category are related to the interaction between different web services and we model them as transitions connected with interface places as shown in Fig. 5.

There are sequence, flow, pick, switch and while structured activities in a BPEL process. Based on basic structures, a WMN can cover the sequence, pick and switch structures. The semantics of while structure are similar to while-loop in programming languages like Java. Here we approximate the number of loops in a finite while structured activity and transform the activity to a sequence activity by expanding cycles [38]. We can transform the processes that are executed in parallel in the flow structure into the same processes that are invoked simultaneously in the invoke structure while maintaining the business logic. For example, we can divide the processes that are executed in parallel into separate BPEL processes while maintaining the business logic as shown in Fig. 6.

Note that according to Definition 3, the interface places do not have tokens at the initial marking. According to Definition 4, the interface places can have tokens if and only if a certain transition wants to send a message through the information channel while the interface places can lose token if and only if a certain transition wants to receive a message through the information channel. A token in interface places models the situation when the required message is ready. Since we use non-colored Petri nets to model C-nets, we assume that the maximum number of tokens that an interface place can hold is one. Otherwise there should be duplicate information. Thus, if there exists situation when more than one token are in an interface place, the BPEL process is not acceptable and the developer should check the correctness of the BPEL process.

Note that, if we adopt colored Petri nets to model C-nets where there exists situation when more than one token are in an interface place, the BPEL process is not acceptable and the developer should check the correctness of the BPEL process.

Fig. 5. Modeling of receive, reply and invoke basic structures in BPEL with Petri nets

Fig. 6. Transform flow structure to several invoke structures
Definition 5: An $n$-member C-net denoted as $N = \bigodot_{i=1}^{n} N_{i}$ is defined recursively following Definition 4. A C-net is a complete net iff $P_{f} = \emptyset$ and $P_{o} = \emptyset$.

A WMN can be considered as a single-member C-net. A complete C-net does not have additional input and output interfaces for external interaction. It is easy to prove that $N_{1} \cap N_{2} = N_{2} \cap N_{1}$ and $(N_{1} \cap N_{2}) \cap N_{3} = N_{3} \cap (N_{2} \cap N_{3})$. Note that in some situations, Definitions 4 and 5 are too restrictive. Two C-nets may interact satisfactorily even when one has output interfaces while the other one does not intend to input. Bordeaux et al. [22] define this kind of interfaces as unspecified receptions and discuss the three kinds of relationship between the input and output interfaces, i.e., equal, unspecified receptions and unspecified emissions. In our paper, we assume that there are neither unspecified receptions nor unspecified emissions in a complete C-net.

Definition 6: Suppose that C-net $N = N_{1} \cup N_{2}$ is complete, where $N_{1}$ and $N_{2}$ are incomplete C-net. Then $N_{1}$ is called environment of $N_{2}$ and vice versa.

According to the web service description, registration and binding mechanisms, Internet is the application environment for all the web services. Then for a single-member C-net, the other C-nets that interact with it to form a complete C-net are the environment of this C-net.

For example, the process in Fig. 2 can be described by BPEL in Appendix A. Following the definitions, the C-nets for the scenarios in Figs. 1 and 2 are described in Figs. 7 (a) and (b) respectively.

![Fig. 7. The C-nets for the scenarios in Figs. 1 and 2](image)

IV. COMPATIBILITY ANALYSIS AND POLICY OF C-NET

According to its definition, a C-net has an important property: there always exists one and only one process place that is marked with one token in each WMN.

According to Definition 3, since a WMN is built based on an SSN, whenever a web service sends or receives information following the structures in Fig. 3, there is always one and only one process place in a WMN which is marked with one token.

Definition 7: A complete C-net $N = \bigodot_{i=1}^{n} N_{i}$ is compatible iff the initial marking $M_{o}(\alpha_{i}) = 1$ and $M_{o}(p) = 0$, $\forall p \neq \alpha_{i}$ where $i \in N = \{1, 2, ..., n\}$ is reachable for each reachable marking $M$.

According to Definition 2, if $M_{o}(\alpha_{i}) = 1$ and $M_{o}(p) = 0$, $\forall p \neq \alpha_{i}$ is still reachable for each reachable marking $M$ under the interaction situation, the complete C-net is compatible.

Lemma 1: A complete C-net is compatible iff the complete C-net is live.

Proof: (Sufficiency) From Definition 7, if a complete C-net $N = \bigodot_{i=1}^{n} N_{i}$ is incompatible, the initial marking $M_{o}(\alpha_{i}) = 1$ and $M_{o}(p) = 0$, $\forall p \neq \alpha_{i}$ where $i \in N = \{1, 2, ..., n\}$ is not reachable. According to the property of C-net, there must be a process place $p$ which is marked with one token in $N_{i}$ but the transition $t \in p^{*}$ is dead.

(Necessity) Suppose a complete C-net $N = \bigodot_{i=1}^{n} N_{i}$ with an initial marking $M_{0}$ and let $M \in R(N, M_{0})$ be a reachable marking so that $t \in T$ is a dead transition at $M$. Then according to Definition 7, $M_{0} \notin R(N, M)$ and the complete C-net is incompatible. $\square$

Definition 8: A C-net $N_{i}$ is usable with environment $N_{2}$ iff the complete C-net $N = N_{i} \cup N_{2}$ is compatible.

When complete C-net $N = N_{1} \cup N_{2}$ is incompatible, either $N_{1}$ or its environment $N_{2}$ should be changed. This can serve as the basis to solve an incompatibility problem.

Theorem 1: Suppose a complete C-net $N$ with an initial marking $M_{0}$. Let $M \in R(N, M_{0})$ and let $t \in T$ be a dead transition at $M$. Then $\exists$ a siphon $S \cdot M(S) = 0$.

Proof: Let $S_{t} = \{i \in P_{E} | M(i) = 0\}$ and $S_{p} = \{p \in P_{E} | M(p) = 0\}$. Thus we have $S_{t} = S_{E} \cup S_{p}$ and we will prove that $S$ is a nonempty unmarked siphon.

a) $S \neq \emptyset$. By contradiction, if $S = \emptyset$ then $S_{t} = \emptyset$. This means that all the interface places are marked with one token. By the property of C-net, we take the process place $p$ where $M(p) = 1$.

Thus, transition $p^{*}$ can fire, which contradicts the assumption.

b) $M(S) = 0$. Straight forward from the way we choose $S_{t}$ and $S_{p}$.

c) $S$ is a siphon. We consider two cases for $S$.

$\forall t \in q$ where $q \in S$. Following Definition 4, there are two cases. One is that $\{p\} = t \cap P$ and $t \cap P_{E} = \emptyset$. The other is that $\{p\} \cap P = \emptyset$. In the first case, we have $M(p) = 0$ (Otherwise the transition $t$ can fire). Then we have $p^{*} \in S_{p}$ and $t \in p^{*} \in S^{*}$. In the second case,
\[ \exists p \in \{p', l_1, l_2, \ldots, l_k\} \text{ and } M(p) = 0 \] (Otherwise the transition \( t \) can fire). Then we have \( t \in p' \in S' \). □

**Theorem 2:** A complete C-net \( N = \mathbb{C}^a \cup N_i \) is compatible iff \( \forall M \in R(N, M_0) \), \( \forall (\text{minimal}) \text{ Siphon } S, M(S) \neq 0 \).

**Proof:** (Sufficiency) From Theorem 1, if \( \forall M \in R(N, M_0) \) we have \( M(S) \neq 0 \), then no transition can be dead. The complete C-net is live. From Lemma 1, we can conclude that the complete C-net is compatible.

(Necessity) From the basic property of siphons, if \( \exists M \in R(N, M_0) \) we have \( M(S) = 0 \), then no output transition of the siphon \( S \) can be enabled. The complete C-net is not live. From Lemma 1, we can conclude that the complete C-net is incompatible. □

Thus the problem of compatibility of web service interaction is transformed to the problem of empty minimal siphons in the C-net. Suppose that we have an incompatible complete C-net \( N = \mathbb{C}^a \cup N_i \) where some minimal siphons can become empty.

Our main goal is to introduce into the system an interface policy to guarantee that no empty minimal siphons is reachable during the evolution of the new C-net, i.e., the new C-net is compatible.

The following concepts are due to [39-43].

**Definition 9:** Let \( S \subseteq P \) be a subset of places of \( N \). P-vector \( \lambda_S \) is called the characteristic P-vector of \( S \) iff \( \forall p \in S : \lambda_S(p) = 1 \); otherwise \( \lambda_S(p) = 0 \).

**Definition 10:** Let \( S \subseteq P \) be a subset of places of \( N \) and \( \lambda_S \) be the characteristic P-vector of \( S \). \( \eta_S \) is called the characteristic T-vector of \( S \) if: \( \eta_S^T = \lambda_S^T \ast [N] \).

Let \( S \) be a place subset of net \( N \), and \( \eta_S \) be its characteristic T-vector. Sets \( \{ t \in T | \eta_S(t) > 0 \} \), \( \{ t \in T | \eta_S(t) = 0 \} \), \( \{ t \in T | \eta_S(t) < 0 \} \) are the sets of transitions whose firings increase, maintain and decrease the number of tokens in \( S \), respectively. For instance, let \( S = \{ p_{2,3}, p_5, p_{7,9} \} \) in Fig. 7(b).

One can see that firing \( t_3 \) decreases the number of tokens by one in \( p_2 \) and maintains it in \( \{ p_3, p_5, p_{7,9} \} \). Hence firing \( t_3 \) decreases the number of tokens in \( S \) by one. It is so because \( \eta_S(t_3) = -1 \), where \( \eta_S(t) = \{0, 0, -1, 1, 0, 0, 0, 0, 0\} \). It is easy to see that the characteristic T-vector of the support of a P-invariant is 0. For another instance, let \( S = \{ p_{1,2}, p_4 \} \) in Fig. 7(b), one can easily check that \( \eta_S(t) = \{0, 0, 0, 0, 0, 0, 0, 0\} \) because \( \lambda_S(p) \) is the support of P-invariant.

**Definition 11:** We denote the set of SMS of \( N \) as \( \Omega = \{ S_1, S_2, \ldots, S_j \} \). \( \Omega_E = \{ S_1, S_2, \ldots, S_j \} \) is a set of elementary siphons of \( N \), iff \( \text{Rank}[\eta_{S_1}, \eta_{S_2}, \ldots, \eta_{S_j}] = \text{Rank}[\eta_S] \).

**Definition 12:** Suppose that \( S \in \Omega \setminus \Omega_E \) is a siphon in \( N \) and \( S_1, S_2, \ldots, S_j \in \Omega_E \) be its elementary siphons. Then it is a strongly dependent siphon if \( \exists \lambda \in \Omega_E, \eta_S = \sum_{s_i \in \lambda} a_i \eta_{S_i} + \sum_{s_j \in B} a_j > 0 \). It is weakly dependent if \( \exists \lambda, B \in \Omega_E, \exists B \neq \varnothing \), \( \eta_S = \sum_{s_i \in \lambda} a_i \eta_{S_i} \).

**Definition 13:** An interface policy is a set of empty additional interface places and their corresponding information channels connected with the transitions in the complete C-net. Therefore, the problem is how to build these information channels to guarantee that no empty minimal siphons are reachable in the new C-net. Suppose that \( S \) is an SMS of a net system \( (N_0, M_0) \) where \( N_0 = \{ P_0, T_{E0}, \tau_0, F_0 \} \). Add an interface place \( V_S \) to \( N_0 \) to make P-vector \( I = (\lambda_S | -1)^T \) be a P-invariant of the new net system \( (N_1, M_1) \), where P-vector \( \lambda_S \) corresponds to \( S \) and \( I(V_S) = -1 \). We have \( \forall p \in P_0 \cup P_{E0} \), \( M_1(p) = M_0(p) \). According to Definition 3, \( M_1(V_S) = 0 \). We have \( [N_1] = [[N_0]^T \; L_{V_S}^T] \), where \( L_{V_S} \) is a row vector due to the addition of place \( V_S \). Since \( I = (\lambda_S | -1)^T \) is a P-invariant of the new net system, we have \( I^T \ast [N_1] = 0^T \), i.e., \( \lambda_S^T \ast [N_0] - L_{V_S} = 0^T \). Therefore, \( L_{V_S} = \eta_S^T \).

**Prerequisite 1:** For every minimum siphon, \( M_0(S) > 0 \) holds.

**Prerequisite 2:** The characteristic T-vector \( \eta_S \) for every elementary SMS contains exactly one element of 1, one element of -1 and the other elements are all 0s.

Prerequisite 1 states the requirement for C-net compatibility. If \( \forall (\text{minimal}) \text{ siphon } S, M_0(S) = 0 \), according to Theorem 2, the complete C-net is incompatible. Prerequisite 2 states the requirement for information channel. If it is not satisfied, the number of tokens in an interface place may exceed one and it is impossible to build an information channel.

**Theorem 3:** Application of the proposed interface policy to every elementary siphon of \( N \) under Prerequisites 1 and 2 can guarantee that the new C-net is compatible.

**Proof:**
1) For every minimum siphon that is not SMS, i.e., an invariant-controlled siphon, since \( M_0(S) > 0 \) holds, we have \( M_1(S) = M_0(S) > 0 \).

2) If \( M_0(S) > 0 \) for every elementary siphon \( S \), according to the steps in Definition 14, we have \( M_1(S) = M_0(S) > 0 \). For every strongly dependent siphon \( S \) and \( S_1, S_2, ..., S_j \in \Omega_e \), if
\[
\eta_S = a_1 \eta_{S_1} + a_2 \eta_{S_2} + ... + a_j \eta_{S_j},
\]
we have \( M_1(V_{S_1}) = M_1(V_{S_2}) = ... = M_1(V_{S_j}) = 0 \). Following Theorem 1 in [39], we have
\[
M_0(S) > \sum_{j=1}^{S_j} a_j M_1(V_{S_j}) = 0 \quad \text{and} \quad M_1(S) = M_0(S) > 0.
\]
Similarly, following Theorem 2 in [39], for every weakly dependent siphon \( S \), \( M_1(S) > 0 \) also holds.

According to Theorem 2, the new complete C-net is compatible. □

For instance, there are three minimum siphons in Fig. 7(a), i.e., \( S_1 = \{p_{1-4} \} \), \( S_2 = \{p_{5-S} \} \) and \( S_3 = \{p_{3-S}, p_{7,10} \} \). But since \( M_0(S_1) = 0 \), Prerequisite 1 is not satisfied. The interface policy cannot be applied.

The example in Fig. 7(b) has four minimum siphons, i.e., \( S_1 = \{p_{2-3}, p_{5-S}, p_{7-9} \} \), \( S_2 = \{p_{2-3}, p_{5-S}, p_{7,10} \} \), \( S_3 = \{p_{1,2-P}, p_{4} \} \) and \( S_4 = \{p_{5-S}, p_{6,9} \} \). Since \( M_0(S_1) = 1 > 0 \), \( i \in \{1,2,3,4\} \), Prerequisite 1 is satisfied. \( S_3 \) and \( S_4 \) are supported by P-invariant and are always marked with one token. \( S_1 \) and \( S_2 \) are elementary SMS. We have
\[
\eta_1(t) = \{0,0,0,1,0,0,0,0,0\} \quad \text{and} \quad \eta_2(t) = \{0,0,1,0,0,0,0,0,0,1\}.
\]
Prerequisite 2 is also satisfied. The interface policy can be applied.

V. IMPLEMENTATION FOR COMPATIBILITY OF C-NET

A. Changing environments

A large number of choices of services with different behavior can provide the same syntactic interfaces. According to Definition 8, when an \( n \)-member complete C-net \( N = \bigcap_{i=1}^{n} \), \( N_i \) is incompatible, C-net \( N_i \) can be replaced with another C-net that provides the same syntactic interfaces but has different behavior. This “substitute” based action can be performed until we find a complete and compatible C-net. For example, after we replace the web service for the online shop in Fig. 2 with the web service in Fig. 8, i.e., after we change the C-net from Fig. 9(a) to Fig. 9(b), we find that the new C-net becomes compatible. Although the web service for the online shop in Fig. 2 is slightly different with the web service in Fig. 8, their behaviors are distinct. Both web services in Figs. 2 and 8 have the choice between the two kinds of payment, i.e., VISA and eCash. On one hand, since the customer service makes a choice first and sends it to the online shop service, their composition is compatible in Fig. 8. On the other hand, since the online shop service makes a choice and does not notify the customer service, the customer might choose the “wrong” payment, and their composition ends up in a deadlock in Fig. 2.

Fig. 8. Illustration of a compatible case

Fig. 9. Two optional C-nets

B. Appending additional information channels

This motivates us to propose a modification-based algorithm by appending additional information channels as follows:

Algorithm:

/* Obtain the \( n \)-member C-net \( N \)*/
Step 1. Following Definition 3, transform the structures of BPEL process to WMN. Following Definition 5, obtain the \( n \)-member C-net \( N \).

/* Add an information channel for each elementary siphon */
Step 2. Compute the set of minimum siphons \( \Psi \) in \( N \). Compute the set of SMS \( \Omega \) in \( N \).
For every minimum siphon \( S \in \Psi \), check Prerequisite 1. If it holds, then continue; and otherwise the policy is not applicable and go to Step 9.

Step 3. If \( \Omega = \emptyset \), then go to Step 9 otherwise continue.

Step 4. Construct characteristic T-vectors \( \eta \) of the SMS \( S \in \Omega \) in \( N \).

Step 5. Find the set of elementary siphons in a net \( N \) as \( \Omega_e \).
Suppose that \( \Omega_e = \{S_i \} i = 1,2, ..., n \} \).

Step 6. For every elementary SMS \( S \in \Omega_e \), check Prerequisite 2. If it holds, then continue, otherwise the policy is not
applicable and go to Step 9.

Step 7. For \( E S_i, \ i = 1, 2, \ldots, n \), add an information channel by the approach stated in Definition 13.

Step 8. The resultant C-net is compatible. We transform the additional information channels back to “reply” and “receive” basic structures in BPEL.

Step 9. Stop.

The idea underlying this algorithm is simple. First, model the BPEL with the \( n \)-member C-net. Second, find the set of SMS, elementary SMS in it. Third, check whether the \( n \)-member C-net is compatible and whether the method based on appending additional information channel can be adopted where Theorems 2 and 3 are successively utilized. Fourth, add additional information channel for each elementary SMS and the compatibility is guaranteed. Finally, transform the additional information channels back to “reply” and “receive” basic structures in BPEL. Its main limitations include: a) When the method is not applicable, we have to return to the method based on changing environments, i.e., the “substitute” based method, and b) The BPEL code must be allowed to change to attach more interfaces for web services.

C. Comparisons

We make detailed comparisons about the “substitute” based and modification based methods in two respects, i.e., the ability for detecting and resolving incompatibility.

In the aspect of detecting incompatibility, neither of the methods has clear computational advantage over the other. Since it is well known that the computation of a reachability graph is of exponential complexity, the “substitute” based method has exponential complexity when judging compatibility of each candidate complete C-net. The modification based method needs the complete siphon enumeration of a C-net model. The number of siphons grows fast and in the worst case grows exponentially with respect to the size of a net [44]. However, the former is sensitive to the change of initial markings while the later is not. This property can be used to reduce the computation complexity for incompatibility detection for different initial states. In this case, a new reachability graph should be obtained for each new initial state, but the same siphons should be checked.

In the aspect of resolving incompatibility, the modification based method is better than the “substitute” based one. Although the “substitute” based approach provides the solution for the models as mentioned in Section II when incompatibility occurs, the large number of web services brings in difficulty in finding out the exactly right one since a single error of a C-net \( N_j \) may collapse the usability of the whole \( n \)-member complete C-net. For example, in an \( n \)-member complete C-net, suppose that the number of candidate web services with the same syntactic interface for each member C-net is \( K \), then in the worst-case the method has to analyze approximately \( K^n \) candidate complete C-nets.

When Prerequisites 1 and 2 are satisfied, the proposed algorithm is to modify the C-net by adding additional information channels instead of replacing the web services. Thus, no matter how many member C-nets there are in a complete C-net or how many candidate web services with the same syntactic interface there are for each member C-net, as long as the algorithm can be implemented in a single candidate complete C-net, the compatibility of the new C-net is guaranteed.

VI. CASE STUDY

In this section we take the interaction example of customer and online shop web services as shown in Fig. 2. The whole process can be described by BPEL in Appendix A. Here we omit the definition of portTypes, plink, message, operation and variables by WSDL and focus on the normal interaction behavior. We obtain the \( n \)-member C-net \( N \) in Fig. 7(b). The C-net contains deadlock and it is not compatible. The interface policy can be applied after checking Prerequisites 1 and 2. There are two elementary SMS in \( N \), i.e., \( S_1 = \{ p_{2-3}, p_5, p_{7,9} \} \) and \( S_2 = \{ p_{2-3}, p_{5,6}, p_8, p_{10} \} \). We have \( \eta_1(t) = \{0,0,-1,0,0,0,0,0,0\} \) and \( \eta_2(t) = \{0,-1,0,0,0,0,0,0,1\} \). We add two information places \( V_1 \) and \( V_2 \). According to the correspondent row vector \( \eta_1(t) \) and \( \eta_2(t) \), we have the arcs \( (t_4, V_1), (V_1,t_5), (t_9,V_2) \) and \( (V_2,t_2) \), where \( (t_4,V_1,t_5) \) and \( (t_9,V_2,t_2) \) are two additional information channels. We obtain the compatible C-net in Fig. 10. We transform the two additional information channels back to code in BPEL and obtain the new BPEL processes in Appendix B. According to Theorem 3, the new BPEL processes are compatible.

![Fig. 10. Compatible C-net model for the web service interaction via adding additional information channels](image)

From the new BPEL process in Appendix B, we see two additional partnerLinks that correspond to the two additional information channels, respectively. The information channel
that corresponds to \((t_4, V_1, t_5)\) means that the online shop “tells” the customer to use eCash while the other information channel means the online shop “tells” the customer to use Visa.

We use ActiveVOS, which is the industry's first complete, integrated, standards-based visual orchestration system [45], to design and test our case. ActiveVOS integrates the tasks associated with the design, development, testing, deployment and maintenance of BPEL-based process compositions.

We first visually build the online shop service using various type of BPEL activity blocks on the canvas as shown in Fig. 11. We use the “Receive” type block to receive the request from the customer. The “Invoke” type blocks “InvokeVisaPayment” and “InvokeEcashPayment” denote the VisaPayment invocation and EcashPayment invocation respectively. The “Assign” type block denotes the successful payment by assigning a “true” value to a global variable. Finally, the “Reply” type block denotes the ending of the whole process.

We then run simulation of the service step by step. The console window shows “completed with fault: missing reply” which means that the “InvokeEcashPayment” path is blocked due to receiving a Visa message instead of an eCash message. However, after we add two additional information channels and run the simulation again, the simulation result as shown in Fig. 12 indicates that the process is completed successfully.

![Fig. 11. The process was blocked.](image1)

![Fig. 12. The process completed normally.](image2)

VII. CONCLUSIONS

In service-oriented computing environment, BPEL is more and more widely used as a service composition language. However, it lacks compatibility analysis that renders the composition unusable. Although current studies try to solve the problem based on reachability analysis, it suffers from a space exploration problem. This paper proposes a Petri net based analysis technique and a corresponding policy based on appending additional information channels to deal with the incompatibility of web services.

The paper presents a formal model for web service interaction with Petri nets. The basic activities, structured activities and interfaces among BPEL processes are all covered by the model elements in a C-net. Next, by carefully analyzing the structure of C-net, we discover that the compatibility of web services is equal to the existence of non-empty minimal siphons, which leads to the useful method that the compatibility can be guaranteed by appending additional information channels. Then, after adding information channels in Petri net elements, we transform the channels back to code in BPEL and obtain the new compatible web services. The real life case and BPEL codes validate our approach and prove that our approach can be readily put into industrial applications.

There are some limitations in our work. First, our algorithm cannot lead to a solution if the method of adding information channels is not applicable. Second, since the algorithm is based on the computation of minimal siphons, in some complex structured C-net, the computation can be expensive. Some polynomial complex algorithms to find and control siphons should be adopted for C-net [46-47]. Third, although our algorithm prevents the SMS from being empty by appending additional information channels, it does not prove that this action will not introduce more SMS. Although it does not bring in more SMS in many tested real examples, it is interesting to prove this conclusion after more investigation about the special structure of C-nets. This will be left for future exploration.
Appendix

A. The old BPEL processes

B. The new BPEL processes
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